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## AspectWerkz overview <br> $-$

 2-- Dynamic AOP framework for Java
- Open Source, founded Q4 2002
- Sponsored by $\%$ bea
- Tailored for dynamic AOP in real wor
applications


Allows redefinition of aspects at runtime -
aspect AsynchAspect \{
private ThreadPool m_threadPool = ...
Object around(): execution(void foo.bar.Baz.*(..)) \{
m_threadPool.execute (new Runnable() \{
public void run() \{
$\quad \begin{aligned} & \text { // proceed the execution in a new thread } \\ & \text { proceed(); }\end{aligned}$
\} catch (Throwable e) \{
\} throw new WrappedRuntimeException (e);
\} return null;
class AsynchAspect extends Aspect \{
class AsynchAspect extends Aspect $\{$
private ThreadPool m_threadPool $=\ldots$

| /** @Around execution (void foo.bar. Baz.*(..)) */ |
| :---: |
| Object execute (JoinPoint joinPoint) throws Throwable \{ |
| m_threadPool.execute (new Runnable () \{ |
| public void run() \{ |
| try \{ |
| // proceed the execution in a new thread |
| joinPoint.proceed (); |
| \} catch (Throwable e) \{ |
| throw new WrappedRuntimeException (e) ; |


</aspect>


- | AspectWerkz overview

| Decisions Goals | JLS compatibi lity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point/ pointcut model | Dynamic runtime model | Runtime compiler (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption |  |  |  |  |  |  |
| Integration |  |  |  |  |  |  |
| Tool support |  |  |  |  |  |  |
|  <br> Orthogonality |  |  |  |  |  |  |
| Performance <br> vs. <br> Dynamicity |  |  |  |  |  |  |
| Enterprise application support |  |  |  |  |  |  |


| Design goals and decistons overview |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Decisions <br> Goals | JLS compatibi lity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point/ pointcut model | Dynamic runtime model | Runtime compiler (JIT) |
| Usability \& Ease of adoption |  | $X$ | $X$ | $X$ |  |  |
| Integration |  |  |  |  |  |  |
| Tool support |  |  |  |  |  |  |
|  <br> Orthogonality |  |  |  | $x$ |  |  |
| Performance vs. Dynamicity |  |  | $X$ |  | $x$ |  |
| Enterprise application support | $\bar{x}$ | $Y$ |  |  |  |  |
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| Doals | $\begin{gathered} \text { Jos. } \\ \text { compatibi } \\ \text { apit } \end{gathered}$ |
| :---: | :---: |
| Usability \& Ease of adoption |  |
| Integration | V |
| Tool support |  |
| $\begin{array}{\|c\|} \hline \text { Expressivenes } \\ \text { orthogonality } \end{array}$ |  |
| $\begin{gathered} \hline \text { Performance } \\ \text { vs. } \\ \text { Dynamicity } \end{gathered}$ |  |
| Enterprise support |  |


| Soals | $\begin{gathered} \text { compatibi } \\ \text { copit } \\ \text { int } \end{gathered}$ | $\begin{array}{\|l\|l\|} \hline \text { XML and and } \\ \text { Aefrinitition } \\ \text { den } \end{array}$ | $\begin{gathered} \text { Load time } \\ \text { Linn } \\ \text { Rentime } \\ \text { weaving } \end{gathered}$ |  | $\begin{array}{\|c} \text { Dynamic } \\ \text { runtime } \\ \text { model } \end{array}$ |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | X | X | $X$ | $X$ |  |  |
| Integration | X | X | $X$ |  |  |  |
| Tool support | $X$ | $X$ |  |  |  |  |
| $\begin{array}{\|c\|} \hline \text { Expressivenes } \\ \text { s \& } \\ \text { Orthogonality } \\ \hline \end{array}$ |  |  |  | X |  |  |
| Performance <br> vs. <br> Dynamicity |  |  | $X$ |  | $X$ | $X$ |
| $\begin{aligned} & \text { Enterprise } \\ & \text { application } \\ & \text { support } \end{aligned}$ | X | X | X |  | X | X |
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| Goals | $\begin{array}{\|c} \text { JLs } \\ \text { compatibi } \\ \text { lity } \end{array}$ | $\begin{aligned} & \mathrm{XML} \text { and } \\ & \text { detrinute } \\ & \text { definition } \end{aligned}$ | $\begin{array}{\|c\|c\|c\|c\|c\|c\|c\|c\|l\|l\|} \hline \text { andi } \\ \text { Reantime } \\ \text { weaving } \end{array}$ |  |  | $\begin{array}{\|c} \text { Runtime } \\ \text { compier } \\ \text { comit) } \end{array}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of | $X$ | $X$ | $X$ | $X$ |  |  |
| Integration | X | $X$ |  |  |  |  |
| Tool support |  |  |  |  |  |  |
| Expressivenes s \& Orthogonality |  |  |  | $X$ |  |  |
|  |  |  | $X$ |  | $X$ | $X$ |
| Enterprise application support | $X$ | $X$ | $X$ |  | $X$ | $\bar{X}$ |
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| oals | $\begin{array}{\|c} \text { compatitibi } \\ \text { city } \end{array}$ | $\begin{array}{\|l\|l\|} \hline \text { XML Land } \\ \text { Adrinte } \\ \text { defintition } \end{array}$ | $\begin{gathered} \text { Load time } \\ \text { Lennte } \\ \text { Reaniming } \end{gathered}$ |  | $\begin{array}{\|c\|c\|c\|c\|c\|c\|c\|c\|c\|c\|c\|} \substack{\text { rundime } \\ \text { model }} \end{array}$ | $\begin{aligned} & \text { Runtimer } \\ & \text { Romiper } \\ & \text { comit } \end{aligned}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| $\begin{aligned} & \text { Usability \& } \\ & \text { Ease of } \\ & \text { adoption } \end{aligned}$ | X | X | $X$ | $X$ |  |  |
| Integration | X | X | $X$ |  |  |  |
| Tool support | $X$ | $X$ |  |  |  |  |
|  |  |  |  | X |  |  |
|  |  |  | $X$ |  | $X$ | X |
| $\begin{aligned} & \text { Enterprise } \\ & \text { application } \\ & \text { support } \end{aligned}$ | X | X | X |  | X | X |

——

| Goals | $\underset{\substack{\text { Jompatitibi } \\ \text { city }}}{\text { lic }}$ |
| :---: | :---: |
| Usability \& Ease of |  |
| Integration |  |
| Tool suppa |  |
| Expressivenes <br> Orthogonality |  |
| $\begin{gathered} \hline \text { Performance } \\ \text { vs. } \\ \text { Dynamicity } \\ \hline \end{gathered}$ |  |
| Enterprise application support | X |


| Goals <br> Decisions | JLS <br> compatibil <br> ity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point pointcut model | Dynamic model | Runtime compiler (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption | $X$ | $X$ | $X$ | $X$ |  |  |
| Integration |  | $X$ | $X$ |  |  |  |
| Tool support | $x$ | $X$ |  |  |  |  |
| Expressivenes s \& Orthogonality |  |  |  | $X$ |  |  |
| Performance vS. Dynamicity |  |  | $X$ |  | $X$ |  |
| Enterprise application support | $X$ | $X$ | $x$ |  |  |  |
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- Metadata

Attribute definition
.
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Advantages

- Pure Java and XML is intuitive to users of Java
and J2EE
- Integrates well in any IDE source parse
- Works well with any testing framework and
refactoring tool
- AspectWerkz stays "out of the way"
Less elegant and concise syntax compared
to a language extension
- Why two definition models?
- Which to prefer?
- Good in different contexts and situations
- Advantages
- No post compilation for metadata management
- Loosely coupled

Attribute definition
- Advantages
- Aspects are self-defined and self-contained
- Both implementation and definition in the same
single class
- Easy to build reusable aspect libraries
- Drawbacks
- Requires an additional compilation step (not in
Java 1.5 and above)
- Stronger coupling
- Both AspectWerkz's approach and AspectJ's
language extension introduces a new language
- Hard to keep the model orthogonal, extensible
and expressive but yet simple and easy to
understand
- Early versions with advice modeled after the
command pattern did not scale at all
- For example a single aspect could consist of five
classes and a XML definition file

| $\square$ | JLS compatibi lity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point/ pointcut model | Dynamic runtime model | Runtime compiler (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption | $X$ |  |  | $X$ |  |  |
| Integration | $X$ | $X$ | $X$ |  |  |  |
| Tool support |  |  |  |  |  |  |
| Expressivenes s \& Orthogonality |  |  |  | $X$ |  |  |
| Performance vs. Dynamicity |  |  | $X$ |  |  |  |
| Enterprise application support |  |  | $X$ |  |  |  |
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JDI and HotSwap

- Using classloader
- Requires the -xde
- Using classloader patching
■
- JRockit MAPl's class redefinition capabilities
- No classloader patching or -xdebug flag
- JVMTI (JSR-163) in Java 1.5
- Will standardize class redefinition in Java
- No classloader patching or -Xdebug flag

Problem: some weaving operations requires schema changes
point


We believe that load time and runtime bytecode
weaving makes the integration more transparent
than a static compilation process

| Decisions <br> Goals | JLS compatibi lity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point/ pointcut model | Dynamic runtime model | Runtime compiler (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption |  |  |  |  |  |  |
| Integration |  |  |  |  |  |  |
| Tool support |  |  |  |  |  |  |
|  <br> Orthogonality |  |  |  |  |  |  |
| Performance <br> VS. <br> Dynamicity |  |  |  |  |  |  |
| Enterprise application support |  |  |  |  |  |  |

Tool support
AspectWerkz is currently lacking good tool
support apart from:

- Plugin for the Maven build system
- Support for debugging aspects within an IDE
- JUnit (unit testing framework) extension JUnit
$■$
- The standardization of attributes in JSR-175 will
bring many tools for working with metadata
- We believe that good tool support will become a
crucial factor for mass adoption

| Decisions | JLS <br> compatibi <br> lity | XML and <br> Attribute <br> definition | Load time <br> and <br> Runtime <br> weaving | AspectJ's <br> join point/ <br> pointcut <br> model | Dynamic <br> runtime <br> model | Runtime <br> compiler <br> (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& of <br> adoption |  |  |  |  |  |  |
| Integration <br> Tool support |  |  |  |  |  |  |
| Expressivenes <br>  |  |  |  |  |  |  |
| Orthogonality |  |  |  |  |  |  |
| Performance <br> vs. <br> Dynamicity |  |  |  |  |  |  |
| Enterprise <br> Epplication <br> support |  |  |  |  |  |  |



Supported join points:

- method (static and member) and constructor execution
- method (static and member) and constructor call
- field (static and member) modification and access
- catch clauses
- cflow
- Supports pointcut composition
- Supported advice: around, before and after
- Orthogonality is:
- crucial for the m
$\quad$ application)
- $n$ needed for the $m$

- Definition constructs in AspectJ: - join points
- pointcuts
- advice impl
- advice implementation - AspectWerkz introduces a new construct
- the binding from pointcuts to advice implementation
- Allows AspectWerkz to have named advice
- Useful in dynamic AOP as a handle to the advice
static

| Goals <br> Decisions | $\underset{\substack{\text { JLS } \\ \text { compatibi } \\ \text { lity }}}{\text { and }}$ | $\begin{aligned} & \text { XML and } \\ & \text { Attribute } \\ & \text { definition } \end{aligned}$ | Load time and Runtime weaving | AspectJ's join point/ pointcut mode | Dynamic runtime model | Runtime compile (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption | $X$ | $\pi$ | $X$ | $X$ |  |  |
| Integration | $X$ | $X$ | $X$ |  |  |  |
| Tool support | $X$ | $X$ |  |  |  |  |
| Expressivenes s \& Orthogonality |  |  |  | $X$ |  |  |
| Performance vs. Dynamicity |  |  | $X$ |  | $X$ | $X$ |
| Enterprise application support |  | $X$ |  |  |  |  |
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- Desnamic runtime model
- Allows redefinition of the system at runtime
- Introduces a layer of indirection, loose coupling
- Makes use of delegation and reflection
- Runtime (Just-In-Time) Compiler
- $\quad$ Detects advice chains that are often executed and
$\quad$ advice chain and the target join point statically
- Aware of redefinitions of the runtime model
- Makes heavy use of caching and lazy loading to
improve runtime performance
Advantages
- The dynamic runtime model allows
- addition of advice
- removal of advice
- reordering of advice
- swapping of introduced implementations
at runtime with almost zero overhead
- The dynamic compiler allows us to have the "best
of both worlds"
- Performance closer to a statically compiled approach
- The advantage of a dynamic runtime model

$$
\begin{aligned}
& \text { - The overhead of five around advice applied to a } \\
& \text { method call join point } \\
& \text { - AspectJ 1.1.1 } \\
& \text { - AspectWerkz 0.10 RC1 } \\
& \text { - JBoss AOP 1.0Beta } \\
& \\
& \text { - Configuration: } \\
& \text { - Hardware: Intel Pentium } 4 \text { Mobile } 1.6 \mathrm{MHz} \\
& \text { - JVM: HotSpot 1.4.2_01 } \\
& \text { - OS: Windows XP }
\end{aligned}
$$

- Hard to match the speed of statically compiled
systems (AspectJ etc.) since:
- We have to keep track of join point state:
- Need to handle the state management
- Need to know if a join point is redefined and has
become "dirty" (and the JIT compiled class is "stale")
- Need a level of indirection
- Can not add new pointcuts to the system without:
- Reloading of the classes
- Inserting traps at all potential points in the system
Hoddns uopqeopldde esudręuE

| Decisions Goals | JLS compatibi lity | XML and Attribute definition | Load time and Runtime weaving | AspectJ's join point/ pointcut model | Dynamic runtime model | Runtime compiler (JIT) |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Usability \& Ease of adoption |  |  |  |  |  |  |
| Integration |  |  |  |  |  |  |
| Tool support |  |  |  |  |  |  |
|  <br> Orthogonality |  |  |  |  |  |  |
| Performance <br> VS. <br> Dynamicity |  |  |  |  |  |  |
| Enterprise application support |  |  |  |  |  |  |
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- Security
- Isolation
Visibility
Runtime
Deploym
To be implemented
- | AspectWerkz overview
- Native JVM support for AOP
- JRockit JVM 1.5
- Java 1.5 support for generics
- Weaving based on JVMTI
- Metadata driven AOP

[^0] 듣

- Documentation - http://aspectwerkz.codehaus.org/


## Technical papers

 - $\frac{\text { http://codehaus.org/~iboner/papers/aosd2004 aspectwerkz.pdf }}{\text { http://aspectwerkz.codehaus.org/downloads/papers/aosd2004- }}$
## Articles

- http://www.onjava.com/pub/a/onjava/2004/01/14/aop.htm|
Weblog articles
- http://blogs.codehaus.org/people/iboner/
http://blogs.codehaus.org/people/avasseur/
http://blogs.codehaus.org/projects/aspectwerkz/

 $\stackrel{2}{0}$

- Very useful in enterprise application environments
Weave third party libraries without having post
process all the jars
- For example when advising on an interface, e.g.
java.sql. PreparedStatement+. execute ()
- Sometimes the decision to apply an aspect can
not be taken at build time but at:

Some extra effort needed to deal with

- differences in application server
implementations (class loading schemes
- differences in JVM implementations (IBM
- 


$\stackrel{\text { © }}{ \pm}$
 transformation process
Issues with bugs in bytecode libraries

$\square$


[^0]:    Aspect Container
    Tool support

