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Manage your Aspects at runtime through the JRockit
Management Console

$\square$ AOP and J2EE in Action Looks promising but...
...is AOP only for tracing and caching in J2EE?
- Demo shows only a tiny fraction of what AOP in $J 2 E E^{T M}$ can
do for you!
- What are the requirements for AOP in J2EE ${ }^{\text {Tm }}$
environments?
- Is there a common theory behind AOP?
- Do I need to learn a new language and install new tools?
- What is this "Aspect"? Just a Java class?!
- How do I integrate AOP in my BEA WebLogic Platform
environment and development process?
Agenda


## Dynamic AOP in action AOP crash course Add-on aspects <br> Architectural aspects <br> 

|  |
| :--- |
|  |
|  |
|  |
| 0 |
| 0 |
| $\frac{1}{3}$ |
| 8 |
| $\frac{c}{5}$ |
| $\frac{0}{0}$ |
| 0 |
| 0 |
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(with AspectWerkz)

## Aspect XML deployment descriptor



| Aspect reuse / refine: |
| :---: |
| new XML defined pointcut |
| and advice binding |

<,„чoṭłe7nduros
crash course

$$
\begin{aligned}
& \text { Lass="aspect. CacheAspect"> } \\
& \text { 1t name="toCache2" expressi } \\
& \text { type="around" name="cache" } \\
& \text { bind-to="toCache2 OR ..." }
\end{aligned}
$$

<aspectwerkz>
<system id="
<aspect cl
<pointcu
<advice
</aspect>
</system>
</aspectwerkz>
© 2004 BEA Systems, Inc.


[^1]- Pointcut expression language
- Regular expression based

AOP Annotations
- Pointcuts are composable
- OR, AND, NOT, cflow(PCD)
- Pointcuts are named or anonymous
- @Before namedPointcut OR execution ( - @Around
- @After
- Three different types of advice

Agenda

$$
\begin{aligned}
& \text { Dynamic AOP in action } \\
& \text { AOP crash course } \\
& \text { Add-on aspects } \\
& \text { Architectural aspects } \\
& \text { AOP container integration in J2EE }
\end{aligned}
$$
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Performance reporting Aspect with JMX

- Aspect bundles with the Application Server



ResponseTimeRuntimeMBean m_mbean;
// pointcuts will be added at runtime

|  | /** @Around toMonitor */ public Object monitor (JoinPoint jp) \{ long ts $=$ System.currentTimeMillis() Object result $=$ jp.proceed () ; m_mbean.update (System.currentTimeMil return result; | llis() - ts); |
| :---: | :---: | :---: |
|  |  | Binding is optio we will declare at runti |



## - JMX Monitoring Aspect hot-deployed in <br> Platform <br> BEA WebLogic ${ }^{\text {TM }}$

Agenda

$$
\begin{aligned}
& \text { Dynamic AOP in action } \\
& \text { AOP crash course } \\
& \text { Add-on aspects } \\
& \text { Architectural aspects } \\
& \text { AOP container integration in J2EE }{ }^{m m}
\end{aligned}
$$

Architectural Aspects
Aspect-Oriented Analysis and Design

- AOP is not only for add-on and patch-like behaviour
- Should be a part of analysis and design
- Design core cross-cutting behaviour as Aspects
- Can be refactored out (when working with an existing
application)
- Deployed within the application and defined in
META-INF/aop.xm1

Examples from the J2EE world
- Business Rules
- Design Patterns
- Role-Based Security
- Transaction Demarcation
- Persistence
- Synchronization
- Messaging
- Monitoring
- Much more...

Example: Address book web application
- Requirements
- Login and logout
- List user's contacts
- Add a contact
- Remove one or more contacts


The OO implementation is not modularized
- Security is a cross-cutting concern
- In an regular OO based implementation; the concern is
scattered all over the code base:
- Authentication code at all service methods
- Authorization code at all critical business methods
- A servletFilter could only implement authentication
and URL based authorization, and would be web specific
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(a)
Architectura

## Integration in the web application

Extend the AbstractRoleBasedAccessProtocol aspect and
define the pointcuts:
" authenticationPoints
" authorizationPoints

- Authenticate the user at service methods:

[^3]
Define the pointcuts in the META-INF/aop.xml
<aspect class="security.RoleBasedAccessProtocol">
<pointcut name="authenticationPoints"
expression="execution(* ServiceManager.get*(..))"/>
<pointcut name="authorizationPoints"
$\quad$ expression="execution(* AddressBookManager+.*(..))"/>
</aspect>

- Role-Based Security for web applications

Reusable Aspect libraries
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\begin{aligned}
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Second generation is integrated

## - AspectWerkz

 - Cross server integration, Java 1.3+

- Aspects are plain Java classes with Annotations
- Provides cross-platform AOP container
- Runtime weaving support through BEA JRockit
- Seamless integration in BEA WebLogic Server

AspectWerkz's Aspect Container
- aspects •jar


*.jsp


aop.xml



[^4]$-2$

- http://dev2dev.bea.com/products/wljrockit81/index.jsp
- http://aspectwerkz.codehaus.org
- http://docs.codehaus.org/display/AWARE/
- http://aosd.net
- http://blogs.codehaus.org/people/jboner
- http://blogs.codehaus.org/people/avasseur
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[^1]:    AOP Annotations

    ## Pointcuts as Annotations

    ## - @Expression

    

[^2]:    - AOP makes it possible to capture the concern in one single
    modular unit (the Aspect)
    - Security Aspect that implements
    " Authentication
    - Authorization (on method or even field level)
    " Role-Based using JAAS (pluggable)
    - Use of abstraction makes the Aspect reusable

    Enter Aspect-Oriented Programming
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    -     * AddressBookManager+.* (..)

[^4]:    - AspectWerkz AOP framework can be used today in your
    BEA WebLogic environment
    " Flattens out the learning curve
    " Seamless integration and value added tool along BEA JRockit
    " Lots of added value, almost plug'n play
    - Add-on Aspects and Architectural Aspects capture different
    cross-cutting concerns at different J2EE ${ }^{\text {mim }}$ levels
    - System Aspects at Application Server level
    " Aspect deployed alongside applications with XML DD
    " Application services layer thru dynamic AOP
    - J2EE ${ }^{m / 3}$ integration of AOP is META-INF/aop. xml
    - Made seamless and cross-platform with AspectWerkz

